**Overall Description**

Our database captures at an abstract level the processes of taking components, manufacturing modules from the components, assembling the modules into different types of miPads, testing the miPads, and fulfilling orders for the miPads. Because of the bi-directional linear flow of information and materials (information mostly back, materials forward), the relationships among the tables most closely resemble a chain. Triggers are in place to automate the processing of orders, automatically passing completed miPads or modules forward to be used in the next stage and passing information on what is needed back to trigger creation. A trigger is also used to test newly created miPads and to order replacement components when we are running low.

The goal of our design was to have a database that could react to orders given to us by Team C, fulfilling the orders automatically and without needing our intervention, exchanging information/materials all the way back through to placing orders with Team A. Our primary interaction with Team C flows two ways: they place orders into our Orders table, and we fulfill those orders by writing to their inventory table. Our primary interaction with Team A also flows two ways: we write orders to their Order table, and they fulfill the order by increasing our inventory of components in our Components table. Thus, for the interactions with both teams, orders are passed back and physical materials passed forward.

We chose to ignore the human elements of the supply chain, as they did not contribute to the conceptual model we were working with, which focused on the flow of components, modules, and miPads. Obviously, in real life actual workers would be required to carry out many of the tasks alluded to in our database, but they essentially disappear at the level of abstraction we are working with.

**Table Schema and Descriptions**

![](data:image/png;base64,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)

CREATE TABLE Components(

cid INT NOT NULL,

cname VARCHAR(25) NOT NULL,

qty INT NOT NULL,

sup\_id Char(5) NOT NULL,

PRIMARY KEY(cid),

CONSTRAINT fk\_xx

FOREIGN KEY(sup\_id)

REFERENCES Supplier(sup\_id ) ON DELETE SET NULL

);

The table Components records the components we purchase from Team A’s suppliers and use in creating modules. The table records a unique identifier for each component (cid)--the value of which is the same across Team A and Team B--the name of each component (cname), the amount of each component we have in stock (qty), and the id of the supplier that we order each component from (supp). When our orders to Team A are fulfilled, the qty field will be updated to reflect the number of components added. The table references Team A’s Supplier table to keep the supplier names consistent. Components also has a relationship with Com\_mod, specifying which components are used for which modules.

CREATE TABLE Com\_mod(

cid INT NOT NULL,

mid INT NOT NULL,

CONSTRAINT com\_mod\_pk PRIMARY KEY(cid, mid),

CONSTRAINT fk\_com

FOREIGN KEY(cid)

REFERENCES Components(cid) ON DELETE SET NULL,

CONSTRAINT fk\_mod

FOREIGN KEY(mid)

REFERENCES Modules(mid) ON DELETE SET NULL

);

The table Com\_mod connects the components to the modules they are used to create. The entities “components” and “modules” have a many-to-many relationship, so this table bridges that.

CREATE TABLE Modules(

mid INT NOT NULL,

mname VARCHAR(25) NOT NULL,

mQty INT NOT NULL,

CONSTRAINT mod\_pk PRIMARY KEY(mid, qty)

);

The table Modules records information about each module type that is manufactured. It includes a unique id for each type of module (mid), the name of the module (mname), and the number of each type of module we currently have in stock (qty). It is related to the table Com\_mod, which records what components go into making each module, and to the table Types, which records what modules are used to create which types of miPad.

CREATE TABLE Types(

type CHAR(5) NOT NULL,

ram CHAR(5) NOT NULL,

color CHAR(5) NOT NULL,

caseid INT NOT NULL,

motherboardid INT NOT NULL,

accessoryid INT NOT NULL,

CONSTRAINT types\_pk PRIMARY KEY(type),

CONSTRAINT fk\_mod1

FOREIGN KEY(caseid)

REFERENCES Modules(mid),

CONSTRAINT fk\_mod2

FOREIGN KEY(motherboardid)

REFERENCES Modules(mid),

CONSTRAINT fk\_mod3

FOREIGN KEY(accessoryid)

REFERENCES Modules(mid),

);

The table Types records information about the types of miPads we assemble. Each type has a unique name (type), a given amount of RAM (ram), a color (color), and is made up of three modules: a case (caseid), an integrated motherboard (motherboardid), and a module holding several other parts and accessories (accessoryid). The modules fields reference the Modules table. The Types table is also related to both the MiPad table, which records information about the individual miPads produced, and to the inventory table, which tracks the number of miPads of each type we have.

CREATE TABLE MiPad(

serial\_no INT NOT NULL,

type VARCHAR(5) NOT NULL,

test\_result VARCHAR(2) NOT NULL,

sale\_status VARCHAR(2) NOT NULL,

CONSTRAINT mipad\_pk PRIMARY KEY(pid),

CONSTRAINT fk\_type

FOREIGN KEY(type)

REFERENCES Types(type),

);

The table MiPad records information for each individual miPad we make. Each miPad has a unique identifier (pid), is of a given type (type), and is sold or unsold (sale\_status). The table also records whether or not a miPad has been tested yet and, if it has been tested, if it passed or failed the test (test\_result). MiPad references the Types table to indicate what types of miPad can be and are present.

CREATE TABLE Inventory(

type VARCHAR(5) NOT NULL,

qty INT,

CONSTRAINT Inventory\_pk PRIMARY KEY(type),

CONSTRAINT fk\_type2

FOREIGN KEY(type)

REFERENCES Types(type),

);

The table Inventory records numbers of currently-in-stock, ready-to-be-sold miPads. The table includes the type of miPad (type) and the number of that type of miPad that are available for immediate sale (inventQty). Like the MiPad table, Inventory references the Types table for referential integrity on the types of miPads available.

CREATE TABLE Orders(

order\_no INT NOT NULL,

type VARCHAR(5) NOT NULL,

qty INT NOT NULL,

to\_be\_filled INT NOT NULL,

CONSTRAINT order\_pk PRIMARY KEY(oid),

CONSTRAINT fk\_inv

FOREIGN KEY(type)

REFERENCES Inventory(type) ON DELETE SET NULL

);

The table Orders records the orders that we receive from Team C. Each order has a unique, identifying number (oid), is for a type of miPad (type), gives the number of miPads wanted (qty), and records how many miPads still need to be provided to Team C to complete the order (to\_be\_filled). This is the table Team C will insert into the order miPads from us.

**Triggers and Trigger Descriptions**

**Initial set of Triggers**

Below is the initial set of triggers we created along with each trigger’s description. We initially tried to have everything done via triggers as we were expected to do so according to the project description; however, we were having some troubles implementing them into Oracle, because these triggers were causing deadlocks with themselves. That is why we are changing the initial ones into the set of new triggers and stored procedures.

1. This trigger would be called when Team C places a new order into our Orders table. After the insertion, the trigger would check whether there are quantities of the ordered type in the INVENTORY table.

CREATE OR REPLACE TRIGGER new\_order\_group\_c

After INSERT OR UPDATE on Orders

FOR EACH ROW

Begin(

If (:New.to\_be\_filled>0) (

Update Inventory set qty=qty-1 where type=:new.type;

update orders set to\_be\_filled=to\_be\_filled-1 where type=:new.type and id=:new.id

)

end if;

)

END;

2. This trigger would be called when the quantity column in the Inventory table changed. If the quantity decreases, it means one miPad in the inventory is to be delivered to Team C, and the to\_be\_filled value in the Order Table will also decrease by one. If the quantity increases, it indicates that a new miPad has been produced and passed the test and so has moved into the inventory.

CREATE OR REPLACE TRIGGER inventory

After UPDATE on Inventory

FOR EACH ROW

declare x varchar;

declare y number;

declare z number;

BEGIN

[\*\*\* this is the case when we are adding newly produced items to the inventory \*\*\*]

if ( :New.Qty > (select I.qty from inventory I where I.type=:New.type) )

( // addition to inventory will be done by the trigger that called it, here we don’t need to worry about it... )

select o.to\_be\_filled into z from oders o where o.type=:new.type;

if (z=:new.qty) then update orders set to\_be\_filled=0 where type=:new.type;

update inventory set qty=0 where type=:new.type;

call stored proc to set the last z mipads to sold

end if;

end if;

else if ( :New.Qty < (select I.qty from inventory I where I.type=:New.type) ) {

[\*\*\* this is when we are delivering orders to group C \*\*\*]

select o.to\_be\_filled into z from oders o where o.type=:new.type;

if (:New.Qty=0 and z>0) (then update Mipad set Mipad.sale\_status=sold where mipad.id=(select min(m.id) from mipad m where m.type=:new.type and m.sale\_status=’not sold’);

:New.qty=:New.qty+1;) end if;

}

end if;

End

3. This trigger would be called when no remaining miPads are left in the Inventory table and a certain type of miPad needs to be produced. We suppose that to create type A we need modules with id# 1, 3, and 5; to create type B, we need modules 1, 4, and 5; to create type C, we need modules 2, 3, and 5; and to create type C, we need modules 2, 4, and 5.

To produce a certain type of miPad, we will check the remaining numbers of modules, and if the remaining modules are able to produce the miPad we need, their quantities will decrease by 1.

CREATE OR REPLACE TRIGGER Mipad

After **update** of sale\_status on Mipad

declare y int;

declare z int;

for each row

Begin

select count(\*) into y from mipad M where M.type=:New.type and M.status=”success” and M.sale\_status=”not sold”;

select o.to\_be\_filled into z from oders o where o.type=:new.type;

if (z=0) Exit;

elseif (y=0) THEN {

if (:New.type=”A”) then {

update modules set qty=qty-1 where id=1;

update modules set qty=qty-1 where id=3;

update modules set qty=qty-1 where id=5;

}

elseif (:New.type=”B”) then {

update modules set qty=qty-1 where id=1;

update modules set qty=qty-1 where id=4;

update modules set qty=qty-1 where id=5;

}

elseif (:New.type=”C”) then {

update modules set qty=qty-1 where id=2;

update modules set qty=qty-1 where id=3;

update modules set qty=qty-1 where id=5;

}

if (:New.type=”D”) then {

update modules set qty=qty-1 where id=2;

update modules set qty=qty-1 where id=4;

update modules set qty=qty-1 where id=5;

}

end if;

}

END IF;

END

4. This trigger would be called during the testing process. When a new row is inserted into the miPad table, indicating that a new miPad has been produced, the trigger will wait for 5 seconds and then print out sentences which mean that the miPad is in the testing process.

CREATE OR REPLACE TRIGGER Mipad\_add

After **Insert** of type on Mipad

For each row

declare x number;

Begin

//wait for 2 or 3 seconds

dbms\_job.submit  
 ( job => l\_job, what => 'myproc(:new.id);',, next\_date => sysdate+5/24/60/60 -- 5 seconds later);

//print on the console that you are waiting for test

DBMS\_OUTPUT.put\_line(‘mipad is being tested’);

update Mipad set status=”success” where id=:new.id;

update Mipad set sale\_status=”for sale” where id=:new.id;

DBMS\_OUTPUT.put\_line(‘mipad test was successful’);

update Inventory set qty=qty+1 where type=:new.type;

DBMS\_OUTPUT.put\_line(‘mipad sent to inventory after test’);

END

5. This trigger would be called when a certain type of module needs to be produced. We suppose that to produce module id 1, we need components 1 and 2; for module id 2, components 3 and 4; for module 3, components 5 and 6; for module 4, components 7 and 8; and for module 5, components 9 and 10. When a certain type of module is out of stock, this trigger would decrease each component which was needed to produce the module by 1 and increase the module quantity by 1. When the quantity of the module increases, the trigger would check which miPads use the module. That miPad quantity would then be increased by 1, indicating that a miPad of that type had been produced, and the given module quantity, as well as the quantities of the other modules used in creating the miPad, would be decreased by 1.

CREATE OR REPLACE TRIGGER Modules

Before update of qty in modules

for each row

declare x number; declare y number;

declare a number; declare b number; declare c number; declare e number; declare f number;

declare aa number, declare bb number, declare cc number; declare dd number;

Begin

if (:New.qty=0) then [

if (:New.Id=1) then {

update components set qty=qty-1 where id=1;

update components set qty=qty-1 where id=2;

}end if;

if (:New.Id=2) then {

update components set qty=qty-1 where id=3;

update components set qty=qty-1 where id=4;

}end if;

if (:New.Id=3) then {

update components set qty=qty-1 where id=5;

update components set qty=qty-1 where id=6;

}end if;

if (:New.Id=4) then {

update components set qty=qty-1 where id=7;

update components set qty=qty-1 where id=8;

}end if;

if (:New.Id=5) then {

update components set qty=qty-1 where id=9;

update components set qty=qty-1 where id=10;

}end if;

] end if;

**// for when the components have made a new module.**

else if (:New.qty>0) then {

select modules.qty into x from modules where modules.id=:New.id;

if (:New.qty > x) then (

select m.qty into a from modules m where m.id=1;

select m.qty into b from modules m where m.id=2;

select m.qty into c from modules m where m.id=3;

select m.qty into d from modules m where m.id=4;

select m.qty into e from modules m where m.id=5;

//

select i.qty into aa from inventory i where i.type=”A”;

select i.qty into bb from inventory i where i.type=”B”;

select i.qty into cc from inventory i where i.type=”C”;

select i.qty into dd from inventory i where i.type=”D”;

if (:New.id ==1) then [

if (c>0 and e>0 and aa==0) then (

update modules set qty=qty-1 where modules.id=1;

update modules set qty=qty-1 where modules.id=3;

update modules set qty=qty-1 where modules.id=5;

select max(m.id) into y from mipad m;

y=y+1;

insert into mipad values (y,”A”,’not tested’,’not available’);

)end if;

if (d>0 and e>0 and bb==0) then (

update modules set qty=qty-1 where modules.id=1;

update modules set qty=qty-1 where modules.id=4;

update modules set qty=qty-1 where modules.id=5;

select max(m.id) into y from mipad m;

y=y+1;

insert into mipad values (y,”B”,’not tested’,’not available’);

)end if;

]

elseif (:New.id ==2) then [

if (c>0 and e>0 and cc==0) then (

update modules set qty=qty-1 where modules.id=2;

update modules set qty=qty-1 where modules.id=3;

update modules set qty=qty-1 where modules.id=5;

select max(m.id) into y from mipad m;

y=y+1;

insert into mipad values (y,”C”,’not tested’,’not available’);

)end if;

if (d>0 and e>0 and dd==0) then (

update modules set qty=qty-1 where modules.id=2;

update modules set qty=qty-1 where modules.id=4;

update modules set qty=qty-1 where modules.id=5;

select max(m.id) into y from mipad m;

y=y+1;

insert into mipad values (y,”D”,’not tested’,’not available’);

)end if;

]

elseif (:New.id ==3) then [

if (a>0 and e>0 and aa==0) then (

update modules set qty=qty-1 where modules.id=1;

update modules set qty=qty-1 where modules.id=3;

update modules set qty=qty-1 where modules.id=5;

select max(m.id) into y from mipad m;

y=y+1;

insert into mipad values (y,”A”,’not tested’,’not available’);

)end if;

if (b>0 and e>0 and cc==0) then (

update modules set qty=qty-1 where modules.id=2;

update modules set qty=qty-1 where modules.id=3;

update modules set qty=qty-1 where modules.id=5;

select max(m.id) into y from mipad m;

y=y+1;

insert into mipad values (y,”C”,’not tested’,’not available’);

)end if;

]

elseif (:New.id ==4) then [

if (a>0 and e>0 and bb==0) then (

update modules set qty=qty-1 where modules.id=1;

update modules set qty=qty-1 where modules.id=4;

update modules set qty=qty-1 where modules.id=5;

select max(m.id) into y from mipad m;

y=y+1;

insert into mipad values (y,”B”,’not tested’,’not available’);

)end if;

if (b>0 and e>0 and dd==0) then (

update modules set qty=qty-1 where modules.id=2;

update modules set qty=qty-1 where modules.id=4;

update modules set qty=qty-1 where modules.id=5;

select max(m.id) into y from mipad m;

y=y+1;

insert into mipad values (y,”D”,’not tested’,’not available’);

)end if;

]

elseif (:New.id ==5) then [

if (a>0 and c>0 and aa==0) then (

update modules set qty=qty-1 where modules.id=1;

update modules set qty=qty-1 where modules.id=3;

update modules set qty=qty-1 where modules.id=5;

select max(m.id) into y from mipad m;

y=y+1;

insert into mipad values (y,”A”,’not tested’,’not available’);

)end if;

if (a>0 and d>0 and bb==0) then (

update modules set qty=qty-1 where modules.id=1;

update modules set qty=qty-1 where modules.id=4;

update modules set qty=qty-1 where modules.id=5;

select max(m.id) into y from mipad m;

y=y+1;

insert into mipad values (y,”B”,’not tested’,’not available’);

)end if;

if (b>0 and c>0 and cc==0) then (

update modules set qty=qty-1 where modules.id=2;

update modules set qty=qty-1 where modules.id=3;

update modules set qty=qty-1 where modules.id=5;

select max(m.id) into y from mipad m;

y=y+1;

insert into mipad values (y,”C”,’not tested’,’not available’);

)end if;

if (b>0 and d>0 and dd==0) then (

update modules set qty=qty-1 where modules.id=2;

update modules set qty=qty-1 where modules.id=4;

update modules set qty=qty-1 where modules.id=5;

select max(m.id) into y from mipad m;

y=y+1;

insert into mipad values (y,”D",’not tested’,’not available’);

)end if;

]

) end if;

}end if;

End

6. This trigger would be called when the quantity of each component has changed. When the quantity reaches 0, it would place an order to Team A. Otherwise, when the quantity of the component decreases, it would check whether the other component which is needed to produce a module has remaining quantity. If so, a new module will be produced, and the number of these two components will be decreased by 1.

CREATE OR REPLACE TRIGGER Components

Before update of qty in components

For Each Row

declare x number; declare y number; declare xx number;

declare a number; declare b number; declare c number; declare d number; declare e number; declare f number; declare g number; declare h number; declare i number; declare j number;

Begin

select max(o.to\_be\_filled) into xx from orders o;

xx=2\*xx;

if (:New.qty==0) then Insert into order\_group\_A set ID=:New.ID and qty=xx;

select c.qty into x from components c where c.id=:New.id;

elseif (:new.qty>0 and :new.qty<x) then

select c.qty into a from components a where a.id=1;

select c.qty into b from components a where a.id=2;

select c.qty into c from components a where a.id=3;

select c.qty into d from components a where a.id=4;

select c.qty into e from components a where a.id=5;

select c.qty into f from components a where a.id=6;

select c.qty into g from components a where a.id=7;

select c.qty into h from components a where a.id=8;

select c.qty into i from components a where a.id=9;

select c.qty into j from components a where a.id=10;

if (:new.id=1 and b>0) then (

update modules set qty=qty+1 where id=1;

update components set qty=qty-1 where id=1;

update components set qty=qty-1 where id=2;

)

elseif (:new.id=2 and a>0) then (

update modules set qty=qty+1 where id=1;

update components set qty=qty-1 where id=1;

update components set qty=qty-1 where id=2;

)

elseif (:new.id=3 and d>0) then (

update modules set qty=qty+1 where id=2;

update components set qty=qty-1 where id=3;

update components set qty=qty-1 where id=4;

)

elseif (:new.id=4 and c>0) then (

update modules set qty=qty+1 where id=2;

update components set qty=qty-1 where id=3;

update components set qty=qty-1 where id=4;

)

elseif (:new.id=5 and f>0) then (

update modules set qty=qty+1 where id=3;

update components set qty=qty-1 where id=5;

update components set qty=qty-1 where id=6;

)

elseif (:new.id=6 and e>0) then (

update modules set qty=qty+1 where id=3;

update components set qty=qty-1 where id=5;

update components set qty=qty-1 where id=6;

)

elseif (:new.id=7 and h>0) then (

update modules set qty=qty+1 where id=4;

update components set qty=qty-1 where id=7;

update components set qty=qty-1 where id=8;

)

elseif (:new.id=8 and g>0) then (

update modules set qty=qty+1 where id=4;

update components set qty=qty-1 where id=7;

update components set qty=qty-1 where id=8;

)

elseif (:new.id=9 and j>0) then (

update modules set qty=qty+1 where id=5;

update components set qty=qty-1 where id=9;

update components set qty=qty-1 where id=10;

)

elseif (:new.id=10 and i>0) then (

update modules set qty=qty+1 where id=5;

update components set qty=qty-1 where id=9;

update components set qty=qty-1 where id=10;

)

end if;

**// when group A has delivered components and we want to make modules out of them**

elseif (:New.qty>0) then [

select c.qty into a from components a where a.id=1;

select c.qty into b from components a where a.id=2;

select c.qty into c from components a where a.id=3;

select c.qty into d from components a where a.id=4;

select c.qty into e from components a where a.id=5;

select c.qty into f from components a where a.id=6;

select c.qty into g from components a where a.id=7;

select c.qty into h from components a where a.id=8;

select c.qty into i from components a where a.id=9;

select c.qty into j from components a where a.id=10;

if (:New.qty>x) then (

if (:new.id==1) then (

if (b>0) then(

update components set qty=qty-1 where id=1;

update components set qty=qty-1 where id=2;

update modules set qty=qty+1 where id=1;

) end if;

)

elseif (:new.id==2) then (

if (a>0) then(

update components set qty=qty-1 where id=1;

update components set qty=qty-1 where id=2;

update modules set qty=qty+1 where id=1;

) end if;

)

elseif (:new.id==3) then (

if (d>0) then(

update components set qty=qty-1 where id=3;

update components set qty=qty-1 where id=4;

update modules set qty=qty+1 where id=2;

) end if;

)

elseif (:new.id==4) then (

if (c>0) then(

update components set qty=qty-1 where id=3;

update components set qty=qty-1 where id=4;

update modules set qty=qty+1 where id=2;

) end if;

)

elseif (:new.id==5) then (

if (f>0) then(

update components set qty=qty-1 where id=5;

update components set qty=qty-1 where id=6;

update modules set qty=qty+1 where id=3;

) end if;

)

elseif (:new.id==6) then (

if (e>0) then(

update components set qty=qty-1 where id=5;

update components set qty=qty-1 where id=6;

update modules set qty=qty+1 where id=3;

) end if;

)

elseif (:new.id==7) then (

if (h>0) then(

update components set qty=qty-1 where id=7;

update components set qty=qty-1 where id=8;

update modules set qty=qty+1 where id=4;

) end if;

)

elseif (:new.id==8) then (

if (g>0) then(

update components set qty=qty-1 where id=7;

update components set qty=qty-1 where id=8;

update modules set qty=qty+1 where id=4;

) end if;

)

elseif (:new.id==9) then (

if (j>0) then(

update components set qty=qty-1 where id=9;

update components set qty=qty-1 where id=10;

update modules set qty=qty+1 where id=5;

) end if;

)

elseif (:new.id==10) then (

if (i>0) then(

update components set qty=qty-1 where id=9;

update components set qty=qty-1 where id=10;

update modules set qty=qty+1 where id=5;

) end if;

)

end if;

)end if;

] end if;

END;

Therefore, I separated the two conditions:

create or replace

TRIGGER  
Components

Before  
update of qty on components

For  
Each Row

DECLARE

x  
number;

y  
number;

a  
number;

b  
number;

c  
number;

d  
number;

e  
number;

f  
number;

g  
number;

h  
number;

i  
number;

j  
number;

Begin

if :New.qty>:old.qty then

if :new.cid=1 then

select qty into b from components where cid=2;

if b>0 then

update components set qty=qty-1 where cid=1;

update components set qty=qty-1 where cid=2;

update modules set qty=qty+1 where mid=1;

end if;

end if;

if :new.cid=2 then

if a>0 then

select qty into a from components where cid=1;

update components set qty=qty-1 where cid=1;

update components set qty=:new.qty-1 where cid=2;

update modules set qty=qty+1 where mid=1;

end if;

end if;

if :new.cid=3 then

select qty into d from components where cid=4;

if d>0 then

update components set qty=:new.qty-1 where cid=3;

update components set qty=qty-1 where cid=4;

update modules set qty=qty+1 where mid=2;

end if;

end if;

if :new.cid=4 then

select qty into c from components where cid=3;

if c>0 then

update components set qty=qty-1 where cid=3;

update components set qty=:new.qty-1 where cid=4;

update modules set qty=qty+1 where mid=2;

end if;

end if;

if :new.cid=5 then

select qty into f from components where cid=6;

if f>0 then

update components set qty=:new.qty-1 where cid=5;

update components set qty=qty-1 where cid=6;

update modules set qty=qty+1 where mid=3;

end if;

end if;

if :new.cid=6 then

select qty into e from components where cid=5;

if e>0 then

update components set qty=qty-1 where cid=5;

update components set qty=:new.qty-1 where cid=6;

update modules set qty=qty+1 where mid=3;

end if;

end if;

if :new.cid=7 then

select qty into h from components where cid=8;

if h>0 then

update components set qty=:new.qty-1 where cid=7;

update components set qty=qty-1 where cid=8;

update modules set qty=qty+1 where mid=4;

end if;

end if;

if :new.cid=8 then

select qty into g from components where cid=7;

if g>0 then

update components set qty=qty-1 where cid=7;

update components set qty=:new.qty-1 where cid=8;

update modules set qty=qty+1 where mid=4;

end if;

end if;

if :new.cid=9 then

select qty into j from components where cid=10;

if j>0 then

update components set qty=:new.qty-1 where cid=9;

update components set qty=qty-1 where cid=10;

update modules set qty=qty+1 where mid=5;

end if;

end if;

if :new.cid=10 then

select qty into i from components where cid=9; if i>0 then

update components set qty=qty-1 where cid=9;

update components set qty=:new.qty-1 where cid=10;

update modules set qty=qty+1 where mid=5;

end if;

end if;

end if;

End;

**Revised Triggers, Stored Procedures and Descriptions**

This trigger will be called when teamC places an order and insert a new row into our Order Table. First it will print out the notice that Group C has placed an order with its information. Then it will call the procInventory stored procedure and pass the quantity, type and Order Id of the new order into the procedure as the parameters.

CREATE OR REPLACE TRIGGER **Orders**

After INSERT on Orders

FOR EACH ROW

Begin

(

DBMS\_OUTPUT.put\_line(‘Group C has ordered: ’ || :New.qty || ‘ type’ || :New.type || ‘ mipads’);

procInventory (:new.qty, :new.type, :new.oid);

)

)

END;

This procedure means that if the quantity of the mipad in our inventory is larger than the required quantity in the new order, then we would call the deliver procedure, which will complete the order and notify teamC. However, if the remaining mipads in the inventory cannot complete the order, it will call the searchMipadTable and pass in the quantity of mipads that we need to produce, the type of mipad and order id as parameters.

CREATE OR REPLACE PROCEDURE **procInventory** (qty IN INT, typeInput IN VARCHAR, orderId IN INT)

IS

BEGIN

DBMS\_OUTPUT.put\_line(‘start of ProcInventory function’);

declare a int;

declare b int;

select i.qty into a from inventory i where i.type=typeInput;

if (qty<=a) then deliver( qty , typeInput , orderId ); // we have enough mipads to deliver

elseif (qty>a) then b:=qty-a; // we want ‘b’ more mipads.

searchMipadTable(b,typeInput,orderId);

end if;

COMMIT;

END;

///////

If the remaining quantity in the inventory cannot complete the new order, this procedure will be called. It will check in our mipad table to see if there are still some remaining mipads. These mipads should be as the same type as what the order wants, passed the test, and haven’t been sold.

If there is any, it will be added to the quantity of the inventory table. If there is no enough mipad, it will call the searchModulesTable procedure to produce new mipads.

CREATE OR REPLACE PROCEDURE **searchMipadTable** (qtyWeNeed IN INT, typeInput IN VARCHAR, orderId IN INT)

IS

BEGIN

declare a, b, c int;

select count(m.serial\_no) into a from mipad m where m.type=typeInput AND m.test\_result=’success’ AND m.sale\_status=’not\_sold’;

if (a>=qtyWeNeed) then addToInventory(qtyWeNeed, typeInput, orderId);

select o.qty into c from orders o where o.oid=orderId;

//deliver ( c , typeInput , orderId ) ;

elseif (a<qtyWeNeed) then b:=qtyWeNeed - a;

searchModulesTable (b, typeInput, orderId);

end if;

COMMIT;

END;

This procedure will be called when we need to produce a new mipad. It will first check if there are enough quantity of the modules which are required to produce the mipad. If so, a assembleModules procedure will be called to assemble the modules. If not, it will call the searchComponentTable to see if there are enough quantity of components which are needed to produce the module. For the searchComponentTable, the extra needed quantity of component, module type, order id, and component id will be passed in as the parameters.

CREATE OR REPLACE PROCEDURE **searchModulesTable** (qty IN INT, typeInput IN VARCHAR, orderId IN INT)

IS

BEGIN

declare a, b, c, d, e, x, y INT;

select m.qty into a from modules m where m.mid=1;

select m.qty into b from modules m where m.mid=2;

select m.qty into c from modules m where m.mid=3;

select m.qty into d from modules m where m.mid=4;

select m.qty into e from modules m where m.mid=5;

if (typeInput=’A’) then

if ( a>=qty AND c>=qty AND e>=qty ) then

assembleModules (qty, A, orderId);

else y:=qty-a;

if (y>0) searchComponentsTable (y, A, orderId, 1);

end if;

y:=qty-c;

if (y>0) searchComponentsTable (y, A, orderId, 3);

end if;

y:=qty-e;

if (y>0) searchComponentsTable (y, A, orderId, 5);

end if;

end if;

elseif (typeInput=’B’) then

if ( a>=qty AND d>=qty AND e>=qty ) then

assembleModules (qty, B, orderId);

else y:=qty-a;

if (y>0) searchComponentsTable (y, B, orderId, 1);

end if;

y:=qty-d;

if (y>0) searchComponentsTable (y, B, orderId, 4);

end if;

y:=qty-e;

if (y>0) searchComponentsTable (y, B, orderId, 5);

end if;

end if;

elseif (typeInput=’C’) then

if ( b>=qty AND c>=qty AND e>=qty ) then

assembleModules (qty, C, orderId);

else y:=qty-b;

if (y>0) searchComponentsTable (y, C, orderId, 2);

end if;

y:=qty-c;

if (y>0) searchComponentsTable (y, C, orderId, 3);

end if;

y:=qty-e;

if (y>0) searchComponentsTable (y, C, orderId, 5);

end if;

end if;

elseif (typeInput=’D’) then

if ( b>=qty AND d>=qty AND e>=qty ) then

assembleModules (qty, D, orderId);

else y:=qty-b;

if (y>0) searchComponentsTable (y, D, orderId, 2);

end if;

y:=qty-d;

if (y>0) searchComponentsTable (y, D, orderId, 4);

end if;

y:=qty-e;

if (y>0) searchComponentsTable (y, D, orderId, 5);

end if;

end if;

end if;

COMMIT;

END;

CREATE OR REPLACE PROCEDURE **searchComponentsTable** ( qtyy IN INT, typeInput IN VARCHAR, orderId IN INT, moduleId IN INT)

IS

BEGIN

declare a, b, c, d, e, f, g, h, i, j INT;

select c.qty into a from components c where c.cid=1;

select c.qty into b from components c where c.cid=2;

select c.qty into c from components c where c.cid=3;

select c.qty into d from components c where c.cid=4;

select c.qty into e from components c where c.cid=5;

select c.qty into f from components c where c.cid=6;

select c.qty into g from components c where c.cid=7;

select c.qty into h from components c where c.cid=8;

select c.qty into i from components c where c.cid=9;

select c.qty into j from components c where c.cid=10;

declare x, y, z, xyz INT;

select min(o.qty) into xyz from orders o where o.to\_be\_filled>0

if (moduleId=1) then

if(a>=qtyy AND b>=qtyy)then assembleComponents (qtyy, orderId, 1);

else x:=qtyy-a;

if (x>0) orderFromGroupA ( xyz, 1, 1);

end if;

x:=qtyy-b;

if (x>0) orderFromGroupA (xyz,2,2);

end if;

end if;

elseif (moduleId=2) then

if(c>=qtyy AND d>=qtyy)then assembleComponents (qtyy, orderId, 2);

else x:=qtyy-c;

if (x>0) orderFromGroupA (xyz,3,1);

end if;

x:=qtyy-d;

if (x>0) orderFromGroupA (xyz,4,2);

end if;

elseif (moduleId=3) then

if(e>=qtyy AND f>=qtyy)then assembleComponents (qtyy, orderId, 3);

else x:=qtyy-e;

if (x>0) orderFromGroupA (xyz,5,1);

end if;x:=qtyy-f;

if (x>0) orderFromGroupA (xyz,6,2);

end if;

elseif (moduleId=4) then

if(g>=qtyy AND h>=qtyy)then assembleComponents (qtyy, orderId, 4);

else x:=qtyy-g;

if (x>0) orderFromGroupA (xyz,7,1);

end if;

x:=qtyy-h;

if (x>0) orderFromGroupA (xyz,8,2);

end if;

elseif (moduleId=5) then

if(i>=qtyy AND j>=qtyy)then assembleComponents (qtyy, orderId, 5);

else x:=qtyy-i;

if (x>0) orderFromGroupA (xyz,9,1);

end if;

x:=qtyy-j;

if (x>0) orderFromGroupA (xyz,10,2);

end if;

end if;

END;

////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////

CREATE OR REPLACE PROCEDURE **orderFromGroupA** ( qtyy IN INT, compId IN INT, suppId IN INT)

IS

BEGIN

if (compId=1 OR compId=3 OR compId=5 OR compId=7 OR compId=9) then INSERT INTO EX\_ORDERS(Part\_id, Buyer\_id, Quantity) VALUES(compId,’groupB’, qtyy);

else INSERT INTO FN\_ORDERS(Part\_id, Buyer\_id, Quantity) VALUES(compId,’groupB’, qtyy);

END;

If we have got enough quantity of mipads to satisfy the requirment of the order, this procedure will be called. It will first print out the notice that we have enought mipads and we are delivering them to group C. Then a setSaleStatus will be called, and change the sale\_status to “sold”.

CREATE OR REPLACE PROCEDURE **deliver** (qtyy IN INT, typeInput IN VARCHAR, orderId IN INT)

IS

BEGIN

declare x INT;

select i.qty into x from inventory i where i.type=typeInput;

if (x>=qtyy) then DBMS\_OUTPUT.put\_line(‘we have enough mipads in our inventory’);

update inventory set qty:=qty-qtyy where type=typeInput;

update orders set to\_be\_filled:=0 where type=typeInput;

DBMS\_OUTPUT.put\_line(‘delivering ‘ || qtyy ||’ type ‘ || typeInput || ‘ mipads to group C’);

DBMS\_OUTPUT.put\_line(‘setting status of delivered mipads to sold’);

setSaleStatus (qtyy , typeInput);

COMMIT;

END;

This procedure will be called when the mipads have been sold. It will change the sale\_status from “not sold” to “sold”.

CREATE OR REPLACE PROCEDURE **setSaleStatus** (qty IN INT , typeInput IN VARCHAR)

IS

BEGIN

declare i, a int;

FOR i IN 1..qty LOOP

select min(m.serial\_no) into a from mipad m where m.type=typeInput AND m.sale\_status=’not sold’ and m.test\_result=’successful’;

UPDATE Mipad set sale\_status:=’sold’ where serial\_no=a;

DBMS\_OUTPUT.put\_line(‘mipad number ’ || a || ‘ of type ‘ || typeInput || ‘ was sold’);

END LOOP;

COMMIT;

END;

CREATE OR REPLACE PROCEDURE **assembleComponents** (qtyy IN INT, orderId IN INT, moduleId IN INT)

IS

BEGIN

declare x, y, z INT;

if (moduleId=1) then

Update components set qty:=qty-qtyy where cid=1 OR cid=2;

DBMS\_OUTPUT.put\_line(‘number of components 1 and 2 decreased by ’|| qtyy);

Update modules set qty:=qty+qtyy where mid=1;

DBMS\_OUTPUT.put\_line(qtyy||’ module type 1 was made...total number: ’|| z);

elseif (moduleId=2) then

Update components set qty:=qty-qtyy where cid=3 OR cid=4;

DBMS\_OUTPUT.put\_line(‘number of components 3 and 4 decreased by ’|| qtyy);

Update modules set qty:=qty+qtyy where mid=2;

DBMS\_OUTPUT.put\_line(qtyy||’ module type 2 was made...total number: ’|| z);

elseif (moduleId=3) then

Update components set qty:=qty-qtyy where cid=5 OR cid=6;

DBMS\_OUTPUT.put\_line(‘number of components 5 and 6 decreased by ’|| qtyy);

Update modules set qty:=qty+qtyy where mid=3;

DBMS\_OUTPUT.put\_line(qtyy||’ module type 3 was made...total number: ’|| z);

elseif (moduleId=4) then

Update components set qty:=qty-qtyy where cid=7 OR cid=8;

DBMS\_OUTPUT.put\_line(‘number of components 7 and 8 decreased by ’|| qtyy);

Update modules set qty:=qty+qtyy where mid=4;

DBMS\_OUTPUT.put\_line(qtyy||’ module type 4 was made...total number: ’|| z);

elseif (moduleId=5) then

Update components set qty:=qty-qtyy where cid=9 OR cid=10;

DBMS\_OUTPUT.put\_line(‘number of components 9 and 10 decreased by ’|| qtyy);

Update modules set qty:=qty+qtyy where mid=5;

DBMS\_OUTPUT.put\_line(qtyy||’ module type 5 was made...total number: ’|| z);

end if;

END;

CREATE OR REPLACE PROCEDURE **assembleModules** (qtyy IN INT, typeInput IN VARCHAR, orderId IN INT)

IS

BEGIN

if (typeInput=’A’) then update modules set qty:=qty-qtyy where mid=1 OR mid=3 OR mid=5;

if (typeInput=’B’) then update modules set qty:=qty-qtyy where mid=1 OR mid=4 OR mid=5;

if (typeInput=’C’) then update modules set qty:=qty-qtyy where mid=2 OR mid=3 OR mid=5;

if (typeInput=’D’) then update modules set qty:=qty-qtyy where mid=2 OR mid=4 OR mid=5;

DBMS\_OUTPUT.put\_line(qty || ‘ new mipads of type ‘ || typeInput || ‘ has been made’ );

makeNewMipads (qtyy, typeInput, orderId);

COMMIT;

END;

After a new mipad is made, this procedure will be called. it will generate a new serial\_no to the mipad table, and then insert its type and set the test and sale status to “not tested” and “not available”. Then it will called the testMipad procedure to finish the testing process, and call the addtoInventory procedure to increase the inventory quantity, if needed.

CREATE OR REPLACE PROCEDURE **makeNewMipads** (qtyy IN INT, typeInput IN VARCHAR, orderId IN INT)

IS

BEGIN

declare a, b, x INT;

select min(m.serial\_no) into a from mipad m;

DBMS\_OUTPUT.put\_line(‘last mipad has serial-no: ‘ ||a);

for b IN 1..qtyy LOOP

x:=a+b;

INSERT INTO Mipad values (x, typeInput, ‘not tested’, not available’);

DBMS\_OUTPUT.put\_line(‘A mipad with serial number of ’ ||x|| ‘ has been made’);

testMipad (x);

END LOOP;

DBMS\_OUTPUT.put\_line(‘All the tests were done successfully’);

COMMIT;

addToInventory(qtyy, typeInput, orderId);

END;

This procedure is to do the testing process. When it is called, it will first print our the serial number of the mipad that it will test, and sleep for 5 seconds. Then it will update the test-status to “successful” and set the sale\_status to “for sale”.

CREATE OR REPLACE PROCEDURE **testMipad** (mipadNum IN INT)

IS

BEGIN

DBMS\_OUTPUT.put\_line(‘testing mipad with serial number ‘ || mipadNum);

dbms\_job.submit ( job => l\_job, what => 'myproc(:new.id);',, next\_date => sysdate+3/24/60/60 );

DBMS\_OUTPUT.put\_line(‘test took 3 seconds’);

Update Mipad set test\_result:=’successful’ where serial\_no=mipadNum;

Update Mipad set sale\_status:=’for sale’ where serial\_no=mipadNum;

END;

////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////

CREATE OR REPLACE TRIGGER **deliveredComponents**

After update on Components

FOR EACH ROW

declare x, y int;

BEGIN

select c.qty into x from components c where c.id=:new.id;

if (:new.qty<x) then DBMS\_OUTPUT.put\_line(‘no need to do anything!’);

elseif (:new.qty>x)then y:=:new.qty-x;

DBMS\_OUTPUT.put\_line(y||‘ type ’|| :new.id || ‘ components delivered to us’);

checkComponents (:new.id);

END;

CREATE OR REPLACE PROCEDURE **checkComponents** (compId IN INT)

IS

BEGIN

declare x, y int;

declare z varchar(5);

select min(o.id) into y from orders o where o.to\_be\_filled>0

select o.qty into x from orders o where o.id=y;

select o.type into z from orders o where o.id=y;

declare a, b, c, d, e, f, g, h, i, j INT;

select c.qty into a from components c where c.cid=1;

select c.qty into b from components c where c.cid=2;

select c.qty into c from components c where c.cid=3;

select c.qty into d from components c where c.cid=4;

select c.qty into e from components c where c.cid=5;

select c.qty into f from components c where c.cid=6;

select c.qty into g from components c where c.cid=7;

select c.qty into h from components c where c.cid=8;

select c.qty into i from components c where c.cid=9;

select c.qty into j from components c where c.cid=10;

if (compId=1 or compId=2)

if (a>=x AND b>=x) then assembleComponents (x, y, 1);

checkModules (x, z);

end if;

elseif (compid=3 or compId=4)

if (c>=x AND d>=x) then assembleComponents (x, y, 2);

checkModules (x, z);

end if;

elseif (compid=5 or compId=6)

if (e>=x AND f>=x) then assembleComponents (x, y, 3);

checkModules (x, z);

end if;

elseif (compid=7 or compId=8)

if (g>=x AND h>=x) then assembleComponents (x, y, 4);

checkModules (x, z);

end if;

elseif (compid=9 or compId=10)

if (i>=x AND j>=x) then assembleComponents (x, y, 5);

checkModules (x, z);

end if;

end if;

END;

CREATE OR REPLACE PROCEDURE **checkModules** ( qtyy IN INT, mipadType IN VARCHAR )

IS

BEGIN

declare a, b, c, d, e INT;

select m.qty into a from modules m where m.mid=1;

select m.qty into b from modules m where m.mid=2;

select m.qty into c from modules m where m.mid=3;

select m.qty into d from modules m where m.mid=4;

select m.qty into e from modules m where m.mid=5;

declare x, y, xx, yy int;

declare z varchar(5);

select min(o.id) into y from orders o where o.to\_be\_filled>0

select o.qty into x from orders o where o.id=y;

select o.type into z from orders o where o.id=y;

select i.qty into xx from inventory i where i.type=z;

z:=x-z;

if (mipadType=’A’) then

if (a>=z AND c>=z AND e>=z) then assembleModules (z, A, y);

end if;

elseif (mipadType=’B’) then

if (a>=z AND d>=z AND e>=z) then assembleModules (z, B, y);

end if;

elseif (mipadType=’C’) then

if (b>=z AND c>=z AND e>=z) then assembleModules (z, C, y);

end if;

elseif (mipadType=’D’) then

if (b>=z AND d>=z AND e>=z) then assembleModules (z, D, y);

end if;

end if;

END;

addToInventory(qtyy, typeInput, orderId);

CREATE OR REPLACE PROCEDURE addToInventory (qtyy IN INT, typeInput IN VARCHAR, orderID IN INT)

IS

BEGIN

declare x INT;

update inventory set qty:=qty+qtyy where type=typeInput;

select o.qty into x from orders o where o.order\_no=orderId;

deliver (x, typeInput , orderId);

END;

**Create View Statements**

*CEO View*

From the CEO’s perspective, he/she won’t need to worry about the whole manufacturing and assembly process; all he/she cares is that how many components we have bought for producing miPads, as well as how many mipads have been delivered to teamC. The following two view tables are for the CEO to monitor these two processes.

(this view is created using the table from teamA)

create VIEW CEO\_VIEW1 as

select part\_id, sum (quantity)

from EX\_ORDERS

group by part\_id;

CEO\_VIEW1 provides the information about the total quantities of each component we purchased. As we don’t have a table in our team which records the total numbers of components we bought, we need to refer to teamA’s order table to realize that.

create view CEO\_VIEW2 as

select type, sum (qty)

from ORDERS

where to\_be\_filled>0

group by type;

CEO\_VIEW2 view offers the CEO the information about how many mipads of each type have been delivered to teamC. We did not include the information about the order which hadn’t been delivered.

*Supply Chain Manager View*

As for the supply chain manager, he/she not only needs to care about the information that the CEO cares, but also needs to monitor the entire manufacturing and assembly processes, including the semi-finished products (i.e the modules) and the current quantities of components and modules in the manufacturing and assembly lines.

(this view is created using the table from teamA)

create view SCM\_VIEW1 as

create VIEW CEO\_VIEW1 as

select part\_id, sum (quantity)

from EX\_ORDERS

group by part\_id;

create view SCM\_VIEW2 as

select cid, qty

from COMPONENTS;

create view SCM\_VIEW3 as

select mid, mQty

from MODULES;

create view SCM\_VIEW4 as

select\*

from INVENTORY;

create view SCM\_VIEW5 as

select type, sum (qty)

from ORDERS

where to\_be\_filled>0

group by type;

**Demonstration Outline**

At the beginning of the demonstration, we BEGIN the database session and then will use SELECT \* FROM [each table] to show what is already in our database and demonstrate the presence of the various types of modules and miPads.

After that, our database will come into use when Team C inserts orders into our table. Our triggers and stored procedures will pass the orders back and the parts and miPads forward as needed; this activity will be marked by the triggers printing their activity to the screen.

After all that activity is finished, we will use the SELECT \* FROM [each table] to show that miPads were created and tested, inventory changed, and orders were filled. Then we will COMMIT and END the session.

**Statement on Teamwork**

We worked fairly well as a team. Koushyar had the most programming experience, so he took lead in making sure the triggers worked. Shumeng focused on creation of the database structures and the view statements. Lei focused on data entry and testing. Jennifer lead the writing part of the project. Everyone contributed conceptually to the overall design of the project. The biggest issue we had was coordinating times to meet; it was difficult to find sufficient time among four very busy schedules.